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Abstract. This paper proposes three key agreement protocols that emphasize their security and performance. First, the two-pass authenticated key agreement (AK) protocol is presented in the asymmetric setting, which is based on Diffie-Hellman key agreement working over an elliptic curve group and provides more desirable security attributes than the MTT/A0, two-pass Unified Model and two-pass MQV protocols. Other two protocols are modifications of this protocol: the three-pass authenticated key agreement with key confirmation (AKC) protocol which uses message authentication code (MAC) algorithms for key confirmation, and the two-pass authenticated key agreement protocol with unilateral key confirmation which uses the MAC and the signature.

1 Introduction

Key establishment protocol is a process whereby a shared secret key becomes available to participating entities, for subsequent cryptographic use. It is broadly subdivided into key transport and key agreement protocol[18]. In key transport protocols, a key is created by one entity and securely transmitted to the other entity. In key agreement protocols, both entities contribute information to generate the shared secret key. Key establishment protocols employ symmetric or asymmetric key cryptography. A symmetric cryptographic system is a system involving two transformations - one for the initiator and one for the responder - both of which make use of the same secret key[18]. In this system the two entities previously possess common secret information, so the key management problem is a crucial issue. An asymmetric cryptographic system is a system involving two related transformations - one defined by a public key (the public transformation), and another defined by a private key (the private transformation) - with the property that it is computationally infeasible to determine the private transformation from the public transformation[18]. In this system the two entities share only public information that has been authenticated[6]. This paper is concerned with two-entity authenticated key agreement protocol working over an elliptic curve group in the asymmetric (public-key) setting.

The goals of any authenticated key establishment protocol is to establish keying data. Ideally, the established key should have precisely the same attributes as a key established face-to-face. However, it is not an easy task to identify
the precise security requirements of authenticated key establishment. Several concrete security and performance attributes have been identified as desirable[4].

The fundamental security goals of key establishment protocols are said to be implicit key authentication and explicit key authentication. Let $A$ and $B$ be two honest entities, i.e., legitimate entities who execute the steps of a protocol correctly. Informally speaking, a key agreement protocol is said to provide implicit key authentication (IKA) (of $B$ to $A$) if entity $A$ is assured that no other entity aside from a specifically identified second entity $B$ can possibly learn the value of a particular secret key. A key agreement protocol which provides implicit key authentication to both participating entities is called an authenticated key agreement (AK) protocol. A key agreement protocol is said to provide key confirmation (of $B$ to $A$) if entity $A$ is assured that the second entity $B$ actually has possession of a particular secret key. If both implicit key authentication and key confirmation (of $B$ to $A$) are provided, the key establishment protocol is said to provide explicit key authentication (EKA) (of $B$ to $A$). A key agreement protocol which provides explicit key authentication to both entities is called an authenticated key agreement with key confirmation (AKC) protocol[4,14,18].

Desirable security attributes of AK and AKC protocols are known-key security (a protocol should still achieve its goal in the face of an adversary who has learned some other session keys - unique secret keys which each run of a key agreement protocol between $A$ and $B$ should produce.), forward secrecy (if static private keys of one or more entities are compromised, the secrecy of previous session keys is not affected.), key-compromise impersonation (when $A$'s static private key is compromised, it may be desirable that this event does not enable an adversary to impersonate other entities to $A$.), unknown key-share (entity $B$ cannot be coerced into sharing a key with entity $A$ without $B$'s knowledge, i.e., when $B$ believes the key is shared with some entity $C \neq A$, and $A$ correctly believes the key is shared with $B$.), etc[4,14,18]. Desirable performance attributes of AK and AKC protocols include a minimal number of passes, low communication overhead, low computation overhead and possibility of precomputations[4].

This paper firstly proposes a new two-pass AK protocol in the asymmetric setting, which is based on Diffie-Hellman key agreement working over an elliptic curve group. The protocol provides more desirable security attributes than the MTI/A0, Unified Model and MQV AK protocols. Secondly, an AKC protocol from the AK protocol is derived by using the Message Authentication Code (MAC) algorithms. Finally, a two-pass unilateral AKC protocol is designed to provide mutual IKA and unilateral EKA, and known-key security, forward secrecy, key-compromise impersonation, and unknown key-share attributes discussed in [2,6].

The remaining of this paper is organized as follows. Section 2 reviews AK protocols like the MTI/A0, Unified Model and MQV protocols. Section 3 presents the new AK protocol and its two variants: AKC protocol and two-pass unilateral AKC protocol. Section 4 compares key agreement protocols suggested in Sections 2 and 3. Finally, Section 5 makes concluding remarks.
2 AK protocols

This section describes the MTI/A0, two-pass Unified Model, and two-pass MQV protocols. The security of AK protocols in this paper is based on the Diffie-Hellman problem[10] in elliptic curve group: given an elliptic curve $E$ defined over a finite field $\mathbb{F}_q$, a base point $P \in E(\mathbb{F}_q)$ of order $n$ and two points generated by $P$, $xP$ and $yP$ (where $x$ and $y$ are integer), find $xyP$. This problem is closely related to the well-known elliptic curve discrete logarithm problem (ECDLP) (given $E(\mathbb{F}_q), P, n$ and $xP$, find $x$)[7] and there is strong evidence that the two problems are computationally equivalent (e.g., see [8] and [16]).

All protocols in this paper have been described in the setting of the group of points on an elliptic curve defined over a finite field. The following abbreviations are used for clear understanding: IKA denotes implicit key authentication, EKA explicit key authentication, K-KS known-key security, FS forward secrecy, K-CI key-compromise impersonation, and UK-S unknown key-share[4].

We first present the elliptic curve parameters that are common to both entities involved in the protocols (i.e., the domain parameters), and the key pairs of each entity. These are the same one used in [14].

**Domain Parameter**

The domain parameters consist of a suitably chosen elliptic curve $E$ defined over a finite field $\mathbb{F}_q$ of characteristic $p$, and a base point $P \in E(\mathbb{F}_q)[14]$.

1. a field size $q$, where $q$ is a prime power (in practice, either $q = p$, an old prime, or $q = 2^n$);
2. an indication FR (field representation) of the representation used for the elements of $\mathbb{F}_q$;
3. two field elements $a$ and $b$ in $\mathbb{F}_q$ which define the equation of the elliptic curve $E$ over $\mathbb{F}_q$;
4. two field elements $x_P$ and $y_P$ in $\mathbb{F}_q$ which define a finite point $P = (x_P, y_P)$ of prime order in $E(\mathbb{F}_q)$;
5. the order $n$ of the point $P$; and
6. the cofactor $c = \#E(\mathbb{F}_q)/n$.

A set of domain parameters $(q, FR, a, b, P, n, c)$ can be verified to meet the above requirements (see [14] for more details). This process is called domain parameter validation.

**Key Pairs**

Given a valid set of domain parameters $(q, FR, a, b, P, n, c)$, an entity’s private key is an integer $d$ selected at random from the interval $[1, n - 1]$, and its public key is the elliptic curve point $Q = dP$. The key pair is $(Q, d)$. For the protocols described in this paper, each entity has two key pairs: a static or long-term key pair (which is bound to the entity for a certain period of time), and ephemeral or short-term key pair (which is generated for each run of the protocol)[14].

A’s static key pair and ephemeral key pair are denoted $(W_A, w_A)$ and $(R_A, r_A)$ respectively.
For the remainder of this paper, we will assume that static public keys are exchanged via certificates. $\text{Cert}_A$ denotes $A$'s public-key certificate, containing a string of information that uniquely identifies $A$ (such as $A$'s name and address), her static public key $W_A$, and a certifying authority (CA)'s signature over this information. To avoid a potential unknown key-share attack, the CA should verify that $A$ possesses the private key $w_A$ corresponding to her static public key $W_A$[14].

**Public-Key Validation**

Before using an entity’s purported public key $Q$, it is prudent to verify that it possesses the supposed arithmetic properties - namely that $Q$ be a finite point in the subgroup generated by $P[14]$. This process is called *public-key validation*[12]. A purported public key $Q = (x_Q, y_Q)$ can be validated by verifying that:

1. $Q$ is not equal to $0$ which denotes a point at infinity;
2. $x_Q$ and $y_Q$ are elements in the field $\mathbb{F}_q$;
3. $Q$ satisfies the defining equation of $E$; and
4. $nQ = 0$.

The computationally expensive operation in public-key validation is the scalar multiplication in step 4. To reduce this burden, step 4 can be omitted during key validation. It is called *embedded public-key validation*[14]. For ease of explanation, public-key validation is omitted from the descriptions of protocols of this section.

### 2.1 MTI/A0

The MTI/A0 key agreement protocol was proposed by Matsumoto *et al.* in 1986[17]. It was designed to provide implicit key authentication. The similar protocols are KEA[19] and those proposed by Goss[11] and Yacobi[20].

**Protocol 1**

1. $A$ generates a random integer $r_A$, $1 \leq r_A \leq n - 1$, computes the point $R_A = r_AP$, and sends $(R_A, \text{Cert}_A)$ to $B$.
2. $B$ generates a random integer $r_B$, $1 \leq r_B \leq n - 1$, computes the point $R_B = r_BP$, and sends $(R_B, \text{Cert}_B)$ to $A$.
3. $A$ computes $K = r_AW_B + w_AR_B$.
4. $B$ computes $K = r_BW_A + w_BR_A$.
5. The session key is $k = kdf(K)$ (where $kdf$ is a key derivation function).

**Remark**

- $A$ and $B$ commonly compute $K = (r_Aw_B + r_Bw_A)P$.
- It does not provide FS since an adversary who learns $w_A$ and $w_B$ can compute all session keys established by $A$ and $B$. 
2.2 Two-pass Unified Model

The Unified Model proposed by Ankney et al. [1] is an AK protocol in the draft standards ANSI X9.42 [21], ANSI X9.63 [22], and IEEE P1363 [23]. In the protocol, the notation $||$ denotes concatenation.

Protocol 2

1. $A$ generates a random integer $r_A$, $1 \leq r_A \leq n - 1$, computes the point $R_A = r_AP$, and sends $(R_A, \text{Cert}_A)$ to $B$.
2. $B$ generates a random integer $r_B$, $1 \leq r_B \leq n - 1$, computes the point $R_B = r_BP$, and sends $(R_B, \text{Cert}_B)$ to $A$.
3. $A$ computes $Z_a = w_AW_B$ and $Z_e = r_AR_B$.
4. $B$ computes $Z_s = w BW_A$ and $Z_e = r_BR_A$.
5. The session key is $k = kd(f(Z_s||Z_e))$.

Remark

- $A$ and $B$ commonly compute $K = (w_Aw_BP)||r_Ar_BP$.
- It does not possess the K-CI attribute, since an adversary who learns $w_A$ can impersonate any other entity $B$ to $A$.

2.3 Two-pass MQV

The MQV [14] is proposed by Law et al., which is in the draft standards ANSI X9.42 [21], ANSI X9.63 [22], and IEEE P1363 [23].

The following notations are used. $f$ denotes the bitlength of $n$, the prime order of the base point $P$, i.e., $f = \lceil \log_2 n \rceil + 1$. If $Q$ is a finite elliptic curve point, then $\overline{Q}$ is defined as follows. Let $x$ be the $x$-coordinate of $Q$, and let $\overline{x}$ be the integer obtained from the binary representation of $x$. (The value of $\overline{x}$ will depend on the representation chosen for the elements of the field $\mathbb{F}_q$.) Then $\overline{Q}$ is defined to be the integer $(\overline{x} \mod 2^{|f/2|}) + 2^{|f/2|}$. Observe that $(\overline{Q} \mod n) \neq 0$ [4].

Protocol 3

1. $A$ generates a random integer $r_A$, $1 \leq r_A \leq n - 1$, computes the point $R_A = r_AP$, and sends $(R_A, \text{Cert}_A)$ to $B$.
2. $B$ generates a random integer $r_B$, $1 \leq r_B \leq n - 1$, computes the point $R_B = r_BP$, and sends $(R_B, \text{Cert}_B)$ to $A$.
3. $A$ computes $s_A = r_A + \overline{R}_AW_A \mod n$, $K = s_A(R_B + \overline{R}_BW_B)$.
4. $B$ computes $s_B = r_B + \overline{R}_BW_B \mod n$, $K = s_B(R_A + \overline{R}_AW_A)$.
5. The session key is $k = kd(f(K))$.

Remark

- $A$ and $B$ commonly compute $K = (s_As_B)P = (r_AR_B + r_Aw_B\overline{R}_B + r_BR_A\overline{R}_A + w_Aw_B\overline{R}_A\overline{R}_B)P$. The expression for $\overline{R}_A$ uses only half the bits of the $x$-coordinate of $R_A$. This was done in order to increase the efficiency of computing $K$ because the scalar multiplication $\overline{R}_A W_A$ can be done in half the time of a full scalar multiplication [14].
- It does not provide UK-S attribute, which has recently been observed by Kaliski [13].
3 New Key Agreement Protocols

This section proposes the new two-pass AK, AKC and two-pass unilateral AKC protocols. Domain parameters and static keys are set up and validated as described in Section 2.

3.1 AK protocol

Protocol 4 provides more desirable security attributes than AK protocols described in Section 2.

Protocol 4

If $A$ and $B$ do not previously possess authentic copies of each other’s static public keys, the certificates should be included in the flows[14].

1. $A$ generates a random integer $r_A$, $1 \leq r_A \leq n - 1$, computes the point $R_A = r_A P$, and sends this to $B$.
2. $B$ generates a random integer $r_B$, $1 \leq r_B \leq n - 1$, computes the point $R_B = r_B P$, and sends this to $A$.
3. $A$ does an embedded key validation of $R_B$. If the validation fails, then $A$ terminates the protocol run with failure. Otherwise, $A$ computes $K = c r_A W_B + c (w_A + r_A) R_B$. If $K = O$, then $A$ terminates the protocol run with failure.
4. $B$ does an embedded key validation of $R_A$. If the validation fails, then $B$ terminates the protocol run with failure. Otherwise, $B$ computes $K = c r_B W_A + c (w_B + r_B) R_A$. If $K = O$, then $B$ terminates the protocol run with failure.
5. The session key is $k = \text{kd}f(K)$.

Multiplication by $c$ ensures that the shared secret $K$ is a point in the subgroup of order $n$ in $E(F_q)$ to protect against small subgroup attack as suggested in [15]. The check $K = O$ ensures that $K$ is a finite point[14].

$A$ and $B$ computes the shared secret $K = c (r_A w_B + r_B w_A + r_A r_B) P$.

Security

Although the security of Protocol 4 has not been formally proven in a model of distributed computing[5], heuristic arguments suggest that Protocol 4 provides mutual IKA[14]; entity $A$ is assured that no other entity aside from $B$ can possibly learn the value of a particular secret key, since the secret key can be computed only by entity who knows $B$'s private keys, $r_B$ and $w_B$, vice versa. In addition, Protocol 4 also appears to have many desirable security attributes listed in Section 1 as follows.

The protocol provides known-key security. Each run of the protocol between two entities $A$ and $B$ should produce a unique session key which depends on $r_A$ and $r_B$. Although an adversary has learned some other session keys, he can't compute $r_A w_B P$, $r_A w_A P$ and $r_A r_B P$ from them, because he doesn't know ephemeral private keys $r_A$ and $r_B$. Therefore the protocol still achieve its goal in the face of the adversary.
It also possesses forward secrecy provided that EKA of all session keys is supplied. Suppose that static private keys \( w_A \) and \( w_B \) of two entities are compromised. However, the secrecy of previous session keys established by honest entities is not affected, because it is difficult by the elliptic curve Diffie-Hellman problem that an adversary gains \( r_A r_B P \) of the shared secret from \( r_A P \) and \( r_B P \) which he can know.

It resists key-compromise impersonation. Though \( A \)’s static private key \( w_A \) is disclosed, this loss does not enable an adversary to impersonate other entity \( B \) to \( A \), since the adversary still faces the elliptic curve Diffie-Hellman style problem of working out \( r_A w_B P \) from \( w_A, r_B, r_A P, r_B P, w_A P \) and \( w_B P \) to learn the shared secret.

It also prevents unknown key-share. According to the assumption of this protocol that CA has verified that \( A \) possesses the private key \( w_A \) corresponding to her static public key \( Y_A \), an adversary \( E \) can’t register \( A \)’s public key \( Y_A \) as its own and subsequently deceive \( B \) into believing that \( A \)’s messages are originated from \( E \). In addition, it does not have the duplicate-signature key selection (DSKS) property[6]. Therefore \( B \) cannot be coerced into sharing a key with entity \( A \) without \( B \)’s knowledge.

**Performance**

From \( A \)’s point of view, the dominant computational steps in a run of Protocol 4 are the scalar multiplications \( r_A P, r_A W_B \) and \( (w_A + r_A) R_B \). Refer to an efficient scalar multiplication method using Frobenius expansions suggested by Cheon et al[9]. Hence the work required by each entity is 3 (full) scalar multiplications. Since \( r_A P \) and \( r_A W_B \) can be computed off-line by \( A \), the on-line work required by each entity is only 1 scalar multiplications. (if \( A \) and \( B \) do previously possess authentic copies of each other’s static public key)

Instead of \( k = kdf(c(r_A w_B + r_B w_A + r_A r_B) P) \), the following variations can be used as the session key.

\[(i) \quad k = kdf(c(r_A w_B + r_B w_A)P\|cr_A r_B P), \]

\( A \) computes \( k = kdf(c r_A W_B + c w_A R_B \| c r_A R_B ) \), and \( B \) does \( k = kdf(c r_B W_A + c w_B R_A \| c r_B R_A ) \).

\[(ii) \quad k = kdf(c r_A w_B P \| c r_B w_A P \| c r_A r_B P), \]

\( A \) computes \( k = kdf(c r_A W_B \| c w_A R_B \| c r_A R_B ) \), and \( B \) does \( k = kdf(c w_B R_A \| c r_B R_A \| c r_B W_A ) \).

The protocol using these session keys requires 4 scalar multiplications and if precomputations are discounted, the total number of on-line scalar multiplications per entity is 2. Therefore the using of these will cause some degradation in performance of the protocol.

**3.2 AKC protocol**

This section describes the AKC variant of Protocol 4. Protocol 5 (AKC protocol) is derived from Protocol 4 (AK protocol) by adding the MACs of the flow number, identities, and the ephemeral public keys. Here, MACs are used
to provide key confirmation, and $\mathcal{H}_1$ and $\mathcal{H}_2$ are (independent) key derivation functions. Practical instantiations of $\mathcal{H}_1$ and $\mathcal{H}_2$ include $\mathcal{H}_1=$SHA-1(01, z) and $\mathcal{H}_2=$SHA-1(10, z)[14].

**Protocol 5**

1. $A$ generates a random integer $r_A$, $1 \leq r_A \leq n - 1$, computes the point $R_A = r_A P$, and sends this to $B$.
2. (a) $B$ does an embedded key validation of $R_A$. If the validation fails, then $B$ terminates the protocol run with failure.
   (b) Otherwise, $B$ generates a random integer $r_B$, $1 \leq r_B \leq n - 1$ and computes the point $R_B = r_B P$.
   (c) $B$ computes $K = cr_B W_A + c(w_B + r_B)R_A$. If $K = \mathcal{O}$, then $B$ terminates the protocol run with failure. The shared secret is the point $K$.
   (d) $B$ uses the $x$-coordinate $z$ of the point $K$ to compute two shared keys $k = \mathcal{H}_1(z)$ and $k' = \mathcal{H}_2(z)$.
   (e) $B$ computes $\text{MAC}_{k'}(2, ID_B, ID_A, R_B, R_A)$ and sends this together with $R_B$ to $A$.
3. (a) $A$ does an embedded key validation of $R_B$. If the validation fails, then $A$ terminates the protocol run with failure.
   (b) Otherwise, $A$ computes $K = cr_A W_B + c(w_A + r_A)R_B$. If $K = \mathcal{O}$, then $A$ terminates the protocol run with failure.
   (c) $A$ uses the $x$-coordinate $z$ of the point $K$ to compute two shared keys $k = \mathcal{H}_1(z)$ and $k' = \mathcal{H}_2(z)$.
   (d) $A$ computes $\text{MAC}_{k'}(2, ID_B, ID_A, R_B, R_A)$ and verifies that this equals what was sent by $B$.
   (e) $A$ computes $\text{MAC}_{k'}(3, ID_A, ID_B, R_A, R_B)$ and sends to $B$.
4. $B$ computes $\text{MAC}_{k'}(3, ID_A, ID_B, R_A, R_B)$ and verifies that this equals what was sent by $A$.
5. The session key is $k$.

**Security**

AKC Protocol 5 is derived from AK Protocol 4 by adding key confirmation to the latter using the fact that key confirmation of $k'$ implies that of $k$. This is done in exactly the same way AKC Protocol 2 of [5] was derived from AK Protocol 3 of [5]. Protocol 2 of [5] was formally proven to be a secure AKC protocol. Heuristic arguments suggest that Protocol 5 has all the desirable security attributes listed in Section 1[14].

**Performance**

Since MACs can be computed efficiently, this method of adding key confirmation to an AK protocol does not place a significant computational burden on the key agreement mechanism. However, the number of messages exchanged is increased one more[4].

### 3.3 Two-pass unilateral AKC protocol

This section describes a new two-pass authenticated key agreement protocol providing unilateral key confirmation. In practice, key agreement protocol is
that two entities agree a secret key being used for subsequently cryptographic communication. An entity, initiator, who wants to communicate with a second entity, responder, first sends his information to the responder. And then he receives any information and an encrypted message from the responder, who has computed the secret key with information of the initiator and his own to use in message encryption. He also computes the secret key, and assures the responder possesses the particular secret key through verifying the encrypted message from the responder. Such process is possible by only exchanging two flows.

Protocol 6 is a two-pass key agreement protocol which provides mutual IKA and unilateral EKA. It also provides many desirable security attributes. In protocol, \( S_A(M) \) denotes \( A \)'s signature over \( M \) and \( ID_A \) denotes \( A \)'s identity information.

**Protocol 6**

1. (a) \( A \) generates a random integer \( r_A, 1 \leq r_A \leq n - 1 \), and computes the point \( R_A = r_A P \).
   
   (b) \( A \) computes \( S_A(R_A, ID_A) \) and sends this with \( R_A \) to \( B \).

2. (a) \( B \) does an embedded key validation of \( R_A \). If the validation fails, then \( B \) terminates the protocol run with failure.
   
   (b) \( B \) verifies the signature \( S_A(R_A, ID_A) \) with \( A \)'s public key. If the verification fails, then \( B \) terminates the protocol run with failure.

   (c) Otherwise, \( B \) generates a random integer \( r_B, 1 \leq r_B \leq n - 1 \), and computes the point \( R_B = r_B P \).

   (d) \( B \) computes \( K = cr_B W_A + c(w_A + r_B)R_A \). If \( K = \mathcal{O} \), then \( B \) terminates the protocol run with failure.

   (e) \( B \) uses the \( x \)-coordinate \( z \) of the point \( K \) to compute two shared keys \( k = H_1(z) \) and \( k' = H_2(z) \).

   (f) \( B \) computes \( MAC_k(ID_B, ID_A, R_B, R_A) \) and sends this with \( R_B \) to \( A \).

3. (a) \( A \) does an embedded key validation of \( R_B \). If the validation fails, then \( A \) terminates the protocol run with failure.

   (b) Otherwise, \( A \) computes \( K = cr_A W_B + c(w_A + r_A)R_B \). If \( K = \mathcal{O} \), then \( A \) terminates the protocol run with failure.

   (c) \( A \) uses the \( x \)-coordinate \( z \) of the point \( K \) to compute two shared keys \( k = H_1(z) \) and \( k' = H_2(z) \).

   (d) \( A \) computes \( MAC_k(ID_B, ID_A, R_B, R_A) \) and verifies that this equals what was sent by \( B \).

4. The session key is \( k \).

**Security**

Entity \( A \) sends \( R_A \) and \( S_A(R_A, ID_A) \) to \( B \), then the signature of \( A \) provides entity authentication (the process whereby one entity is assured of the identity of a second entity involved in a protocol, and that the second has actually participated) of \( A \) to \( B \). The MAC sent from \( B \) to \( A \) provides entity authentication of \( B \) to \( A \) and key confirmation of \( B \) to \( A \). Subsequently \( A \) and \( B \) are on any communication using the shared key. Then an encrypted message sent from \( A \) gives an assurance to \( B \) that \( A \) actually possesses the key (i.e., key confirmation
of A to B) during a ‘real-time’ communication. Protocol 6 also provides K-KS, FS, K-CI and UK-S attributes by the same reasons as Protocol 5.

**Performance**

This protocol requires additional computations of the signature. However, since $S_A(R_A, ID_A)$ can be precomputed by A, the computations of entity B for verifying the signature only are increased in the on-line work. Most of all, Protocol 6 has the advantage in the number of flow than Protocol 5, because a flow is the dominant burden in performance.

### 4 Comparison

This section compares the security attributes and performance of all the protocols discussed so far. Table 1 presents the shared secret of Protocol 1 to Protocol 6, and A’s computations for generating the shared secret. The shared secret of Protocol 1 is composed of $r_A w_B P$ and $r_B w_A P$. Protocol 2 is $r_A^P$ and $w_A w_B P$. Protocol 3 is $r_A^P$, $r_A w_R P$, $r_B w_A P$ and $w_A w_B R_A R_B P$, and Protocols 4, 5 and 6 are $r_A^P$, $r_A w_B P$ and $r_B w_A P$, respectively.

<table>
<thead>
<tr>
<th>Protocol</th>
<th>Shared secret ($K$)</th>
<th>A’s computations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Protocol 1 (MTI/A0)</td>
<td>$(r_A w_B + r_B w_A) P$</td>
<td>$K = r_A w_B + w_A R_B$</td>
</tr>
<tr>
<td>Protocol 2 (Unified Model)</td>
<td>$(w_A w_B P)[(r_A R_B) P]$</td>
<td>$K = w_A w_B R_B$</td>
</tr>
<tr>
<td>Protocol 3 (MQV)</td>
<td>$(r_A + R_A w_A)(r_B + R_B w_B) P$</td>
<td>$R_A = R_A \mod 2^{128} + 2^{128}$</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$s_A = r_A + R_A w_A \mod n$</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$K = s_A (R_B + R_B w_B)$</td>
</tr>
<tr>
<td>Protocols 4, 5, 6 (proposed)</td>
<td>$(r_A R_B + r_A w_B + r_B w_A) P$</td>
<td>$K = r_A w_B + (w_A + r_A) R_B$</td>
</tr>
</tbody>
</table>

**Table 1. The Shared Secret of AK protocols and A’s required computations**

Table 2 contains a summary of the services that are believed to be provided by the AK and AKC protocols discussed in Sections 2 and 3. The services are discussed in the context of an entity A who has successfully executed the key agreement protocol over an open network wishing to establish keying data with entity B. The provision of these assurances is considered that both A and B are honest and have always executed the protocol correctly[4].

In Table 3, the number of scalar multiplications required in each protocol is compared. Protocols 1, 2, 4 and 5 commonly require 3 scalar multiplications without precomputations (quantities involving the entity’s static and ephemeral keys and the other entity’s static keys) and require 1 scalar multiplications with precomputations. Protocol 3 requires 2.5 and 1.5 scalar multiplications, respectively. As noted in Section 3, MACs can be computed efficiently and hence the AKC variants have essentially the same computational overhead as their AK counterparts[4]. However, they require an extra flow which is dominated in performance. In this sense, Protocol 6 is considerable because it requires two flows
<table>
<thead>
<tr>
<th>Protocol</th>
<th>IKA</th>
<th>EKA</th>
<th>K-KS</th>
<th>FS</th>
<th>K-CI</th>
<th>UK-S</th>
</tr>
</thead>
<tbody>
<tr>
<td>Protocol 1 (AK)</td>
<td>o</td>
<td>x</td>
<td>o</td>
<td>x</td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td>Three-pass MIT/A0 (AKC)</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>x</td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td>Protocol 2 (AK)</td>
<td>o</td>
<td>x</td>
<td>♯</td>
<td>♯</td>
<td>x</td>
<td>o</td>
</tr>
<tr>
<td>Three-pass Unified Model (AKC)</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>x</td>
<td>o</td>
</tr>
<tr>
<td>Protocol 3 (AK)</td>
<td>o</td>
<td>x</td>
<td>♯</td>
<td>♯</td>
<td>o</td>
<td>x</td>
</tr>
<tr>
<td>Three-pass MQV (AKC)</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td>Protocol 4 (proposed AK)</td>
<td>o</td>
<td>x</td>
<td>♯</td>
<td>♯</td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td>Protocol 5 (proposed AKC)</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td>Protocol 6 (proposed unilateral AKC)</td>
<td>o</td>
<td>♢</td>
<td>o</td>
<td>o</td>
<td>o</td>
<td>o</td>
</tr>
</tbody>
</table>

- o: the assurance is provided to A no matter whether A initiated the protocol or not.
- x: the assurance is not provided to A by the protocol.
- ♢: the assurance is provided to A only if A is the protocol’s initiator.
- ♯: Here the technicality hinges on the definition of what contributes another session key. The service of known-key security is certainly provided if the protocol is extended so that explicit authentication of all session keys is supplied[1].
- ♯: Again the technicality concerns key confirmation. Both protocols provide forward secrecy if explicit authentication is supplied for all session keys. If not supplied, then the service of forward secrecy cannot be guaranteed[4].

**Table 2.** Security services offered by AK and AKC protocols

<table>
<thead>
<tr>
<th>Total Number</th>
<th>Without precomputations</th>
<th>With precomputations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Protocol 1</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>Protocol 2</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>Protocol 3</td>
<td>2.5</td>
<td>1.5</td>
</tr>
<tr>
<td>Protocols 4,5</td>
<td>3</td>
<td>1</td>
</tr>
</tbody>
</table>

**Table 3.** The number of scalar multiplications per entity of key agreement protocols

Like AK Protocol 4. It satisfies more security attributes than Protocol 4 and the same ones as Protocol 5 except merely providing EKA of B to A. However, since EKA of A to B can be provided in subsequently cryptographic communication, it doesn’t matter in security to omit the service in key agreement protocol. On the other hand, the computation overhead of the signature is required. As the signature can be precomputed, the computation for verifying the signature only is added to the on-line work. Consequently, Protocol 6 is said to be more efficient than Protocol 5 and more secure than Protocol 4.

As shown in Table 3, Protocol 4 provides more desirable security attributes than other AK protocols suggested so far. If EKA is additionally provided in AK protocols, they possess many desirable security attributes. By the way, the AKC MIT/A0 still does not provide FS and the AKC Unified Model does not K-CI, while the AKC MQV provides UK-S which the AK MQV doesn’t exhibit.
AKC Protocol 5 provides all security attributes in Table 2 as well as the AKC MQV. The AKC MQV requires 2.5 scalar multiplication per entity without precomputations and 1.5 scalar multiplication with precomputations like Protocol 3, while Protocol 5 requires 3 and 1 scalar multiplications, respectively. So, in the case that precomputations are discounted, Protocol 5 is more efficient than the MQV protocol in on-line processing.

5 Concluding Remarks

Protocol 4 (AK protocol) has been proposed to provide the desirable security attributes which are not provided by the MTI/A0, two-pass Unified Model and two-pass MQV protocols; known-key security, forward secrecy, key-compromise impersonation and unknown key-share attributes.

Protocol 5 (AKC protocol) derived from Protocol 4 provides all the security requirement discussed in [6]; implicit key authentication, explicit key authentication, known-key security, forward secrecy, key-compromise impersonation and unknown key-share attributes. The three-pass MQV protocol (AKC protocol) also possesses the same security attributes as Protocol 5. However, if precomputations (quantities of the entity’s static and ephemeral keys and the other entity’s static keys) is discounted, Protocol 5 requires less scalar multiplication than the MQV protocol.

Protocol 6, the two-pass unilateral AKC protocol, has been designed as the other variant of Protocol 4. It provides not only mutual implicit key authentication but also unilateral explicit key authentication. Instead, it requires the computation overhead related to the signature and the MAC. However, since the signature can be precomputed and the MAC can be efficiently computed, in practice, the computations increased in on-line work are only quantities for verifying the signature. So, Protocol 6 has the advantage of security than Protocol 4 and of performance than Protocol 5.

The proposed protocols have been shown informally by heuristic arguments to provide the claimed attributes of security. The following three conjectures are required to show that the security of the proposed protocols can be rigorously proved in Bellare-Rogaway model[3] of distributed computing as done in [5].

(i) Protocol 4 is a secure AK protocol provided that ECDHS (Elliptic Curve Diffie-Hellman Scheme) is secure.
(ii) Protocol 5 is a secure AKC protocol provided that ECDHS and MAC are secure, and \( H_1 \) and \( H_2 \) are independent random oracles.
(iii) Protocol 6 is a secure unilateral AKC protocol provided that ECDHS, MAC and digital signature scheme are secure, and \( H_1 \) and \( H_2 \) are independent random oracles.
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